Leet Code Version II

This paper is targeted for who want to practice leetcode or other similar coding challenge, we will have same papers for advanced users.

# Choose a Language

To practice the algorithm, you should choose a programming language. Actually, any programming language is good if you are familiar with it. I personally recommend a object oriented language which packages common data structure objects very well, such as C++, Java and C#. Some high level integrated languages such as Python is also a good choice. However I do not recommend C, Basic, Java scripts, Ruby and other raw or incomplete language to do the algorithm, the reason is you have to either implement some basic stuff yourself, or you are not able to see the in-depth algorithm implementation in the language.

I choose C++ because this is the one I am familiar with.

# STD library

The standard library in C++ implement all the basic data structure, which provides significant convinence for you to write the algorithm in C++, so it is a must to be studied and remembered.

Basically, you should have the following include and name space defined in your header file.

#include <functional>

#include <algorithm>

#include <unordered\_map>

#include <unordered\_set>

#include <map>

#include <stack>

#include <set>

#include <queue>

#include <vector>

using namespace std;

In the following table I will explain them in detail.

|  |  |  |
| --- | --- | --- |
| Data Structure | Descriptions | Code example |
| vector<T> | An array which can hold any object type.  It can auto grow, you can refer to a item in the vector by index in O(1).  Because it is push\_back() and pop\_back(), you can also use vector as a stack. | vector<int> array;  array.push\_back(2);  array[2] = 3;  array.back();  array.size();  array.pop\_back();  if (array.empty()) {};  array.clear(); |
| list<T> | single list, you can push to both ends, travel by single direction iterator, forward or backward, you can also go to previous item. | list<int> l;  l.push\_front(25);  l.push\_back(13);  l.pop\_back();  l.pop\_front();  int v = l.front();  int v = l.back();  auto itr = l.begin();  l.erase(itr); |
| queue<T> | A standard queue, which allow you to push to the back and pop from front. FIFO. The items can be any object type as long as constructors are complete (think big 3).  Please make sure to check if the queue is empty before peeking the item (front()). | queue<int> myQueue;  myQueue.push(2);  int v = myQueue.front();  myQueue.pop();  myQueue.empty(); |
| stack<T> | A standard stack, which allow you to push to back and pop up from back, LIFO. It can hold any object.  Please make sure to check if the stack is empty before peeking the item (top()). | stack<int> myStack;  myStack.push(2);  myStack.top();  myStack.pop();  myStack.empty(); |
| unordered\_map<T1, T2> | A hashtable, which hold the key, value pair. The key must implement a default hash function. You can assume accessing by key is O(1), but do not expect the keys are in order. The value can be a simple type such as integer or string, it also can be a container such as a vector, set or another map.  To test if a key is in the hashtable you can use find() (return iterator which is end if not found) or count(key)(return 0 if not found);  Please notice access the map by a key which does not exist, can cause a new key insert with a default value. | unordered\_map<int, int> myMap;  myMap[3] = 2;  if (myMap.count(2) == 0) {};  myMap.erase(2);  myMap.empty();  myMap.find(2);  // the following will have a 0 returned if the key of 3 does not exist.  int v = myMap[3]; |
| unordered\_set<T> | A hashtable based set, duplication are removed.  Access the key is O(1). | unordered\_set<int> mySet;  mySet.insert(3);  if (mySet.count(2) == 0) {};  mySet.erase(2);  mySet.empty(); |
| map<T1, T2> | It is implemented as binary search tree, in most cases, it is self-balanced tree such as red-black tree.  The object type used as key must have a default comparator implemented.  You can assume that you can access any key by O(log(n)).  The other rules are same as unordered\_map.  Please notice for pair<int, int> no hash function is implemented, so it is not supported in unordered\_map, but you can have it in map because the comparator is implemented. | map<int, int> myMap;  myMap[3] = 2;  if (myMap.count(2) == 0) {};  myMap.erase(2);  myMap.empty();  myMap.find(2);  // the following will have a 0 returned if the key of 3 does not exist.  int v = myMap[3]; |
| set<T> | A binary search tree based set, duplication are removed.  Access the key is O(log(n)) | set<int> mySet;  mySet.insert(3);  if (mySet.count(2) == 0) {};  mySet.erase(2);  mySet.empty(); |
| deque<T> | A double direction queue which you can push or pop from both ends, front and back.  In C++, the deque has far more comprehensive methods such as insert, erase which access the item by any position, but for algorithm please ignore them first. | deque<int> myQueue;  myQueue.puh\_back(2);  myQueue.puh\_front(3);  myQueue.pop\_back();  myQueue.pop\_front();  int value = myQueue.back();  int value = myQueue.front();  myQueue.empty(); |
| priority\_queue<T> | A sorted queue which always has the maximum value on the top. You can push any value to the right position, and you can peek or pop the maximum value from queue.  Push to or Pop from the queue is O(log(n)), while peek the top value is O(1).  A priority\_queue is not de-duplicated, so it allows multiple items with same value in the queue.  A priority\_queue can have its customized comparator, so it can defined its own "highest priority value". However if you just want a smallest value at top you can either make the value as negative or have a default comparator such as great()). | priority\_queue<int> myQueue;  myQueue.push(2);  myQueue.pop();  myQueue.top();  myQueue.empty();  myQueue.size();  priority\_queue<int, vector<int>, greater<int>> m\_Large; |
| multiset<T1> | A binary search tree based set which allows duplicated value, please notice that erase a value will erase all the items with the specific value, so you must erase at iterator. | multiset<int> low\_half;  low\_half.insert(value);  low\_half.erase(low\_half.find(\*low\_half.rbegin())); |
| pair<T1, T2> | This is a key-value pair which is equivalent to a vector<T>(2); We normally use it to represent a interval, a position in a 2-D plane or a key value pair. | pair<int, int> interval;  interval.first = 3;  interval.end = 5;  int distance = interval.second – interval.first; |

### Other Language

The STL in C++ have their cooresponding type in other language.

|  |  |  |
| --- | --- | --- |
| C++ | Java | Python |
| vector<T>  vector.push\_back(T);  vector.pop\_back();  vector.size();  vector.clear(); | ArrayList<T> | list = [“a”, “b”, 1, 2]  list[2]=1  del list[2]  list.append(T)  len(list)  list = [] |
| queue<T>  queue.empty();  queue.push(T);  queue.pop();  queue.front();  queue.size(); | Queue<T>  queue.empty();  queue.Add(T);  queue.Remove();  queue.element() | len(list)  list.pop()  list.insert(0,T)  list[0] |
| stack<T>  stack.empty();  stack.push(T);  stack.pop();  stack.top(); | Stack<T>  stack.empty();  stack.push(T);  stack.pop();  stack.peek(); | stack=[]  len(stack)  stack.append(T)  stack.pop()  stack[-1] |
| unordered\_map<T1, T2>  map.empty();  map.count(key) == 0;  map[key] =value;  value = map[key];  map.erase(key);  map.size(); | HashMap<T1, T2>  map.isEmpty();  map.containsKey(key);  map.put(key, value);  map.get(key);  map.remove(key);  map.size(); | hash = {'a': 1, 'c': 3}  hash[‘a’] =2  if 'key1' in dict:  print "blah"  else:  print "boo"  del myDict['key'] |
| unordered\_set<T>  set.empty();  set.count(T) == 0;  set.insert(T);  set.erase(T);  set.size(); | HashSet<T>  set.isEmpty();  set.contains(T);  set.add(T);  set.remove(T);  set.size(); |  |
| map<T1, T2>  map.empty();  map.count(T) == 0;  map[key] = value;  value = map[key];  map.erase(key);  map.size(); | TreeMap<T1, T2>  map.isEmpty(); map.containsKey(key);  map.put(key) = value;  value = map.get(key);  map.remove(key);  map.size(); | OrderedDict |
| set<T>  set.empty();  set.count(T) == 0;  set.insert(T);  set.erase(T);  set.size(); | TreeSet<T>  set.isEmpty();  set.contains(T);  set.add(T);  set.remove(T);  set.size(); |  |
| deque<T>  dequeue.empty();  deque.push\_back(T);  dequeue.push\_front(T);  dequeue.pop\_back();  dequeue.pop\_front();  dequeue.back();  dequeue.front(); | Deque<T>  dequeue.isEmpty();  dequeue.addLast(T);  dequeue.addFirst(T);  dequeue.removeLast();  dequeue.removeFirst();  dequeue.peekLast();  dequeue.peekFirst(); | deque |
| priority\_queue<T>  pq.empty();  pq.size();  pq.push<T>;  pq.pop();  value = pq.top(); | PriorityQueue<T>  pq.add(T);  pq.size();  pq.add(T);  pq.poll();  value = pq.peek(); |  |
| multiset<T> | N/A, can use PriorityQueue |  |
| pair<T1, T2>  pair.first;  pair.second; | Pair<T1, T2>  pair.getKey();  pair.getValue(); |  |

## Iterator

In STL, every data structrure mentioned is considered as a container which allow you to hold multiple items, so it is very common that we may need to traverse all the items one by one. In this case we will use a new concept called iterator.

The iterator is considered as a pointer to an item in the container. In STL, any iterator starts from begin() and ends by end(). Please notice that end() does not point to a valid item, it point to the end boundary which is the next to the last item.

An example of traverse is as below:

unordered\_map<char, int> char\_map;

unordered\_map<char, int>::iterator itr;

int sum = 0;

for (itr = char\_map.begin(); itr != char\_map.end(); ++itr)

{

if (itr->second >= 2)

{

sum += (itr->second / 2) \* 2;

}

}

The above example is a map, so iterator->first points to the key and iterator->second points to the value.

If this is a simple vector you can use \*itr to access the value, please see the following example:

set<pair<int, int>> range\_set;

set<pair<int, int>>::iterator itr = range\_set.begin();

pair<int, int> curr = \*itr;

When using iterator, you need to watch a couple of things.

### Iterate and Erase

Every single container in the STL will have an iterator, however they are very different. For the interator of list it is constant, which is to say after you get an iterator for the item you can keep it even after that the container is update, for example add or delete an item in the list. However such assumption may be invalid in other container, for example you can not assume an iterator for a tree map or hashtable item is still valid after the container is updated. (Although in C++ most of such assumption are still true).

<http://www.martinbroadhurst.com/iterator-invalidation-rules-for-c-containers.html>

This is also to say after you get the iterator and try to traverse every item in he container, the container can not be modified by adding or removing any item, otherwise iterator may become invalid.

But how can we iterate and remove the item in the container? The answer is that in C++, you can remove the previous item just ahead of the iterator. For example, if you want to erase the item at the position for an iterator, you need to move the iterator to next first, then delete the current one. The following is an example:

while (start != pos\_map.end() && start->first < positions[i].first + positions[i].second)

{

auto temp = start++;

height = max(height, temp->second);

if (temp->first >= positions[i].first)

{

pos\_map.erase(temp);

}

}

#### Java

In Java you can also use iterator.

List<String> names = ....

Iterator<String> i = names.iterator();

while (i.hasNext()) {

String s = i.next(); // must be called before you can call i.remove()

// Do something

i.remove();

}

Please notice that the following code is illegal

List<String> names = ....

for (String name : names) {

// Do something

names.remove(name).

}

### Iterate with distance (DO NOT USE)

Some container has the implementation to calculate the distance between two iterators, but you should know there is no free lunch, a iterator++ or iterator—can be considered as O(1) operation, since it just to get the next or previous item, but iterator + n is not that easy, unless you know the container is a vector, please avoid it. A iterator +n may lead to iterating the items in the container one by one end up with O(n) instead of O(1) as expected.

The same is true for int distance = iterator1 – iterator2;

## Sort()

The function is defined in <algorithm>

The sorting is suitable for a container like vector, for other containers, it makes less sense.

The sort() is You can have a simple sort like below:

sort(nums.begin(), nums.end());

In some case you may want your own comparator. The following is an example.

struct PointCompare

{

bool operator() (Point &a, Point &b)

{

return (a.x == b.x) ? (a.y < b.y) : (a.x < b.x);

}

};

sort(points.begin(), points.end(), PointCompare());

## Reverse()

The function is defined in <algorithm>

The sorting is suitable for a container like vector, for other containers, it makes less sense.

The following is an example:

reverse(reverse\_str.begin(), reverse\_str.end());

## Lower\_Bound()

The lower\_bound() is a native method for any BST based data structure container. It is to find a key which is equal or greater than the specified value. The time complexity is O(log(n)). This is a very useful function which is to find the right position in the container for an input value.

The following is an example:

map<int, int> time\_map;

map<int, int>::iterator getLocation(int time\_stamp)

{

auto itr = time\_map.lower\_bound(time\_stamp);

if (itr == time\_map.end() || time\_stamp < itr->first)

{

if (itr != time\_map.begin())

{

itr--;

}

}

return itr;

};

The non-BST data structure such as vector can also have a lower\_bound() if the value in the data structure is sorted, but in this case we will use the lower\_bound defined in <algorithm>.

vector<int>::iterator last = lower\_bound(arr.begin(), arr.end(), x);

In both cases the function of lower\_bound returns an iterator, if no key is equal or greater than the specified value, a container::end() is returned.

# Flow control

When we talk about flow control, we are talking about for iteration and while loop. There are some common practices which can make it easy.

## For Iteration

1. A basic for iteration will look like:

for (size\_t j = 0; j < word\_len; j++)

{

checksum\_words += (unsigned int)words[i][j];

}

Please notice that we use size\_t as the variable because most of the size() function returns unsigned integer.

1. In C++ 11, we have something similar to foreach in C# and Java:

for (int i : intersection)

{

result.push\_back(i);

}

The varialble after ":" should be a collection type.

1. In some case we use auto variable to loop in a map:

for (auto itr : num\_map)

{

if (k == 0)

{

if (itr.second > 1) count++;

}

else

{

if (num\_map.count(itr.first + k) > 0) count++;

}

}

Please notice that itr is not an iterator, it is a key value pair in the map, so "->" is replaced by ".".

## While Loop

In most of the cases we can use while loop to do the recurring processing. A while loop can have an condition, for example this is a typical logic in binary search.

int first = 1;

int last = n;

int middle = first;

while (first < last)

{

middle = first + (last - first) / 2;

if (middle < bad\_version)

{

first = middle + 1;

middle++;

}

else

{

last = middle;

}

}

return middle;

Another example is in BFS we loop until queue is empty.

However a while with always true condition is also a common pattern if you do not have a clear exit condition. In this case we can use "break" to break out and "continue" to skip some process logic, both are good for flow control.

Another benefit for such logic is that we can do some finishing operation before we exit.

while (true)

{

if (node != nullptr)

{

search\_stack.push(node);

node = node->left;

continue;

}

if (search\_stack.empty())

{

break;

}

node = search\_stack.top();

value\_list.push\_back(node->val);

search\_stack.pop();

node = node->right;

}

# Numeric Calculation

## Overflow

In some problems, we need to watch integer overflow. Here we assume that integer is 32 bits, if it is signed the range is between INT\_MIN and INT\_MAX. The operation of aggregation, multiply may cause an integer temporarily over flow. In most cases, if we use an 64 bits long to represent the result, it should be good. Please remember in Windows version of C++, long is also 32 bits, we should say long long or unsigned long long to get 64 bits.

The following is an example:

long long long\_dividend = abs((long long)dividend);

long long long\_divisor = abs((long long) divisor);

## Compare float

If you want to compare two float values, you should avoid using "==", this is because after some calculate, there may be 1 least significant bit differs but actual value are same within reasonable precision range.

Here is the example we used in 24 Game, we know any calculation combination on 4 less than 10 positive integers, with "+", "-", "\*" and "/" will not have a gap less than 1/10/10/10.

for (double value : dp[0][nums.size() - 1])

{

if (abs(value - (double)24.0) < 0.001) return true;

}

# Function

## Separate function for independent operation

In many complex processing, it is encouraged to have a separate function to process some independent operation.

For example, in the Atom formular expression evaluation, to process something like "K4(ON(SO3)2)2", we have the following functions, each do a step of the evaluation.

string parseAtom(string &formula, int& index);

int parseAtomCount(string &formula, int& index);

void multiplyFormula(map<string, int> &formula, int& count);

void mergeFormula(map<string, int> &atom\_count, vector<map<string, int>>& formula\_array);

This will make each function isolate, easy to implement and the whole logic become simple and bug free.

## Pass by value and pass by reference

In the function parameters, we can pass the parameters either by value or by reference. Generally, we should do it by the following motivations.

### Pass by value

* The variable is in basic type and we do not need to return the modification.
* The variable should be kept as local in each recursive call.

### Pass by reference

* The variable is large and immutable, we want to avoid unnecessary copy constructor call.
* The variable is modified in the function and we want the updated result to be returned.

The following is a typical recursive function call in backtracking.

void combinationSum(vector<int>& candidates, int target, int index, vector<int>& path, vector<vector<int>>&result);

The candidates and path are considered as big data, and result should be returned.

The following function is to help to construct a tree, we pass reference to right child node.

void connectRight(TreeLinkNode \*&head, TreeLinkNode \*&ptr, TreeLinkNode \* node);

The following is a function call in LISP command processing

int processLispCommand (string& expression, int& index, unordered\_map<string, int> variables);

The variables is a big data structure, but we pass by value, it is because we want to keep the variables with local scope.

Exercise

1. Construct a map<int, int>, and insert 1 to 10 into the map each with a value of 1, and do the following practice.
   1. check if 9, 11 is in the map.
   2. double the value for all the even key.
   3. get the largest and smallest key from the map.
   4. delete all the keys if it is multiple 3, such as 3, 6 and 9.

# Two pointers

The two pointers problem is that you may use two pointers, either they are two indexes, or two iterators for the container, they can iterate either from front to end, the last pointer is always ahead of the first pointer or they traverse from both end of the array until they meet.

### **42. Trapping Rain Water**

Given *n* non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,   
Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![https://leetcode.com/static/images/problemset/rainwatertrap.png](data:image/png;base64,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)

The above elevation map is represented by array [0,1,0,2,1,0,1,3,2,1,2,1]. In this case, 6 units of rain water (blue section) are being trapped. **Thanks Marcos** for contributing this image!

Hint: the idea is to have two pointers pointing both ends and move the shorter side to taller side, because the water trapped depends on the short side, if we saw a new bar is lower than the previous bar, so we know there is water trapped, we collect water and fill the lower bar to the same height as the previous bar and continue the move, until the two pointers meet.

/// <summary>

/// Leet code #42. Trapping Rain Water

/// Given n non-negative integers representing an elevation map where the

/// width of each bar is 1,

/// compute how much water it is able to trap after raining.

/// For example,

/// Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

/// The above elevation map is represented by array [0,1,0,2,1,0,1,3,2,1,2,1].

/// In this case, 6 units of rain water (blue section) are being trapped.

/// </summary>

int LeetCode::trapWater(vector<int>& height)

{

int sum = 0;

int left\_index = 0;

int right\_index = height.size() - 1;

int left\_value = height[left\_index];

int right\_value = height[right\_index];

while (left\_index < right\_index)

{

if (left\_value < right\_value)

{

left\_index++;

// if left side become lower, take the water and fill it

if (height[left\_index] < left\_value)

{

sum = sum + left\_value - height[left\_index];

}

else

{

left\_value = height[left\_index];

}

}

else

{

right\_index--;

// if right side become lower, take the water and fill it

if (height[right\_index] < right\_value)

{

sum = sum + right\_value - height[right\_index];

}

else

{

right\_value = height[right\_index];

}

}

}

return sum;

}

Exercise

1. Please complete the following problems, no pay user please skip locked problem

beginner: 26, 27, 125, 209,658, 670

advanced: 11, 42, 680, 713

Locked and Optional: 159, 487

# Array

When you handle the array problem, you may need to know some common techniques

1. How to calculate the partial sum in a 1-D array or a 2-D array without duplicated effort.
2. How to calculate rotated index, starting from 0 to N then to 0.
3. How to move from a cell in a 2D array (4 direction).
4. How to traverse a 2D array from outer edge to the center.
5. How to find out the missing item to the index.

### **53. Maximum Subarray**

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [-2,1,-3,4,-1,2,1,-5,4],  
the contiguous subarray [4,-1,2,1] has the largest sum = 6.

/// <summary>

/// Leet code #53. Maximum Subarray

/// Find the contiguous subarray within an array (containing at least

/// one number) which has the largest sum.

/// For example, given the array [-2,1,-3,4,-1,2,1,-5,4],

/// the contiguous subarray [4,-1,2,1] has the largest sum = 6.

/// </summary>

int LeetCode::maxSubArray(vector<int>& nums)

{

int min\_sum = 0;

int max\_sum = INT\_MIN;

int sum = 0;

for (size\_t i = 0; i < nums.size(); i++)

{

sum += nums[i];

// calculate max\_sum first because min\_sum is for previous ones.

max\_sum = max(max\_sum, sum - min\_sum);

min\_sum = min(min\_sum, sum);

}

return max\_sum;

}

### **169. Majority Element**

Given an array of size *n*, find the majority element. The majority element is the element that appears **more than** ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

/// <summary>

/// Leet code #169. Majority Element

/// Given an array of size n, find the majority element. The majority element

/// is the element that appears more than ⌊ n/2 ⌋ times.

/// You may assume that the array is non-empty and the majority element always

/// exist in the array.

/// </summary>

int LeetCode::majorityElement(vector<int>& nums)

{

int count = 0;

int major\_number = 0;

for (size\_t i = 0; i < nums.size(); i++)

{

if (count == 0)

{

major\_number = nums[i];

count++;

}

else

{

if (major\_number == nums[i])

{

count++;

}

else

{

count--;

}

}

}

return major\_number;

}

### **41. First Missing Positive**

Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

/// <summary>

/// Leet code #41. First Missing Positive

/// Given an unsorted integer array, find the first missing positive integer.

/// For example,

/// Given [1,2,0] return 3,

/// and [3,4,-1,1] return 2.

/// Your algorithm should run in O(n) time and uses constant space.

/// </summary>

int LeetCode::firstMissingPositive(vector<int>& nums)

{

if (nums.size() == 0)

{

return 1;

}

size\_t index = 0;

while (index < nums.size())

{

// non-positive or out of range, skip it.

if ((nums[index] <= 0) || (nums[index] >= (int)nums.size()))

{

index++;

}

// already in order, skip it

else if (nums[index] == index + 1)

{

index++;

}

// already same data so no need to swap

else if (nums[index] == nums[nums[index] - 1])

{

index++;

}

else

{

swap(nums[index], nums[nums[index] - 1]);

}

}

for (size\_t i = 0; i < nums.size(); i++)

{

if (nums[i] != i + 1)

{

return i + 1;

}

}

return nums.size() + 1;

}

### **54. Spiral Matrix**

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

For example,  
Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5].

Hint: remember the left top, right and bottom position as the wall and move the cursor to traverse the array, turn when hit the wall.

/// <summary>

/// Leet code #54. Spiral Matrix

/// Given a matrix of m x n elements (m rows, n columns), return all elements

/// of the matrix in spiral order.

/// For example,

/// Given the following matrix:

/// [

/// [ 1, 2, 3 ],

/// [ 4, 5, 6 ],

/// [ 7, 8, 9 ]

/// ]

/// You should return [1,2,3,6,9,8,7,4,5].

/// </summary>

vector<int> LeetCode::spiralOrder(vector<vector<int>>& matrix)

{

vector<int> result;

if (matrix.empty() || matrix[0].empty()) return result;

int begin\_row = 0;

int end\_row = matrix.size() - 1;

int begin\_col = 0;

int end\_col = matrix[0].size() - 1;

int direction = 0;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

switch (direction)

{

case 0:

for (int i = begin\_col; i <= end\_col; i++)

{

result.push\_back(matrix[begin\_row][i]);

}

begin\_row++;

break;

case 1:

for (int i = begin\_row; i <= end\_row; i++)

{

result.push\_back(matrix[i][end\_col]);

}

end\_col--;

break;

case 2:

for (int i = end\_col; i >= begin\_col; i--)

{

result.push\_back(matrix[end\_row][i]);

}

end\_row--;

break;

case 3:

for (int i = end\_row; i >= begin\_row; i--)

{

result.push\_back(matrix[i][begin\_col]);

}

begin\_col++;

break;

}

direction = (direction + 1) % 4;

}

return result;

}

### **134. Gas Station**

There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

**Note:**  
The solution is guaranteed to be unique.

hint: start from the worst case scenario point and do the travel.

/// <summary>

/// Leet code #134. Gas Station

///

/// There are N gas stations along a circular route, where the amount of gas

/// at station i is gas[i].

/// You have a car with an unlimited gas tank and it costs cost[i] of gas to

/// travel from station i

/// to its next station (i+1). You begin the journey with an empty tank at

/// one of the gas stations.

///

/// Return the starting gas station's index if you can travel around the

/// circuit once, otherwise return -1.

/// Note:

/// The solution is guaranteed to be unique.

/// </summary>

int LeetCode::canCompleteCircuit(vector<int>& gas, vector<int>& cost)

{

vector<int> sum(gas.size());

int start\_index = -1;

int min\_sum = INT\_MAX;

for (size\_t i = 0; i < gas.size(); i++)

{

if (i == 0)

{

sum[i] = gas[i] - cost[i];

}

else

{

sum[i] = sum[i - 1] + gas[i] - cost[i];

}

if (sum[i] < min\_sum)

{

min\_sum = sum[i];

start\_index = (i + 1 == gas.size()) ? 0 : i + 1;

}

}

if (sum[gas.size() - 1] >= 0)

{

return start\_index;

}

else

{

return -1;

}

}

**Advanced User only**

### **287. Find the Duplicate Number**

Given an array *nums* containing *n* + 1 integers where each integer is between 1 and *n* (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

**Note:**

1. You **must not** modify the array (assume the array is read only).
2. You must use only constant, *O*(1) extra space.
3. Your runtime complexity should be less than O(n2).
4. There is only one duplicate number in the array, but it could be repeated more than once.

Hint: It is based on tortoise and hair method, It is exactly same as how you

find the entry point of a cycled linked list. consider the array as a

loop linked list each cell point to the index of another cell (which is

1-n), so if you have duplicate (two cells point to same index),

it must be a loop. You start from 0 where you will not be there again

because no value in array is 0, then you enter the loop and leet

fast (2X) and slow (1X) pointers meet, the point enter the loop is the

duplicate number, assume from 0 to duplicate point is X, loop cycle is

C and meet point is Y, you have 2\*(X+Y) = X+Y+C X = C-Y, so after the slow

and fast pointer meet, you place the fast point back to start (0), and let

it move in normal speed, when the slow complete the travel on the

remaining cycle which is C-Y, the fast travel X and they meet again, now it

is the duplicate number also enter point to cycle

/// <summary>

/// Leet code #287. Find the Duplicate Number

/// Given an array nums containing n + 1 integers where each integer is

/// between 1 and n (inclusive),

/// prove that at least one duplicate number must exist. Assume that there

/// is only one duplicate number, find the duplicate one.

/// Note:

/// 1.You must not modify the array (assume the array is read only).

/// 2.You must use only constant, O(1) extra space.

/// 3.Your runtime complexity should be less than O(n^2).

/// 4.There is only one duplicate number in the array, but it could be

/// repeated more than once.

/// </summary>

int LeetCode::findDuplicate(vector<int>& nums)

{

// protect empty array

if (nums.size() == 0) return -1;

// tortoise

int slow = 0;

int fast = 0;

while (true)

{

slow = nums[slow];

fast = nums[nums[fast]];

if (slow == fast) break;

}

fast = 0;

while (true)

{

slow = nums[slow];

fast = nums[fast];

if (slow == fast) break;

}

return slow;

}

Exercise

1. Please complete the following problems, no pay user please skip locked problem

beginner: 53,54, 66,67,88, 134, 168, 169, 171, 189,268,283, 349, 350, 448, 455,539, 544, 566,575,581,594,598,599,643,661,665,686,696,724,747

advanced: 41, 48, 59, 73, 152,229,238, 284, 303, 304, 396, 413, 419, 454, 498, 525,565,649,659, 667,678,750. (red is special and optional)

Locked and Optional: 6, 36,157,158, 243,251,259,281,287, 289, 301, 307, 308, 318, 363, 364, 370, 465, 475,529, 531, 533, 551, 624, 644,723

# Hashtable

The hash table is the most popular data structure in the real world. It can be used in the following scenarios.

1. used as a sparse array and you are not sure the index range.
2. find out repeat pattern.
3. count the items.
4. remember position
5. check the sum (or difference) of any of two items (or a range) in an array as k
6. index and revert index

### **325. Maximum Size Subarray Sum Equals k**

Given an array *nums* and a target value *k*, find the maximum length of a subarray that sums to *k*. If there isn't one, return 0 instead.

**Note:**  
The sum of the entire *nums* array is guaranteed to fit within the 32-bit signed integer range.

**Example 1:**

Given *nums* = [1, -1, 5, -2, 3], *k* = 3,  
return 4. (because the subarray [1, -1, 5, -2] sums to 3 and is the longest)

**Example 2:**

Given *nums* = [-2, -1, 2, 1], *k* = 1,  
return 2. (because the subarray [-1, 2] sums to 1 and is the longest)

**Follow Up:**  
Can you do it in O(*n*) time?

Hint: if two numbers add up is S, then if you have number as X, you can find out another number if exist, by looking up S-X in the hashtable.

int LeetCode::maxSubArrayLen(vector<int>& nums, int k)

{

unordered\_map<int, int> sum\_map;

int sum = 0;

int max\_length = 0;

sum\_map[0] = -1;

for (int i = 0; i < (int)nums.size(); i++)

{

sum += nums[i];

if (sum\_map.find(sum - k) != sum\_map.end())

{

max\_length = max(max\_length, i - sum\_map[sum-k]);

}

if (sum\_map.find(sum) == sum\_map.end())

{

sum\_map[sum] = i;

}

}

return max\_length;

}

### **314. Binary Tree Vertical Order Traversal**

Given a binary tree, return the *vertical order* traversal of its nodes' values. (ie, from top to bottom, column by column).

If two nodes are in the same row and column, the order should be from **left to right**.

**Examples:**

1. Given binary tree [3,9,20,null,null,15,7],

3

/\

/ \

9 20

/\

/ \

15 7

return its vertical order traversal as:

[

[9],

[3,15],

[20],

[7]

]

1. Given binary tree [3,9,8,4,0,1,7],

3

/\

/ \

9 8

/\ /\

/ \/ \

4 01 7

return its vertical order traversal as:

[

[4],

[9],

[3,0,1],

[8],

[7]

]

1. Given binary tree [3,9,8,4,0,1,7,null,null,null,2,5] (0's right child is 2 and 1's left child is 5),

3

/\

/ \

9 8

/\ /\

/ \/ \

4 01 7

/\

/ \

5 2

return its vertical order traversal as:

[

[4],

[9,5],

[3,0,1],

[8,2],

[7]

]

/// <summary>

/// Leet code #314. Binary Tree Vertical Order Traversal

///

/// Given a binary tree, return the vertical order traversal of its nodes' values.

/// (ie, from top to bottom, column by column).

/// If two nodes are in the same row and column, the order should be from left

/// to right.

/// Examples:

/// 1.Given binary tree [3,9,20,null,null,15,7],

/// 3

/// / \

/// 9 20

/// / \

/// 15 7

/// return its vertical order traversal as:

///

/// [

/// [9],

/// [3,15],

/// [20],

/// [7]

/// ]

///

/// 2.Given binary tree [3,9,8,4,0,1,7],

/// 3

/// / \

/// 9 8

/// / \ / \

/// 4 01 7

/// return its vertical order traversal as:

/// [

/// [4],

/// [9],

/// [3,0,1],

/// [8],

/// [7]

/// ]

///

/// 3.Given binary tree [3,9,8,4,0,1,7,null,null,null,2,5] (0's right child is 2 and 1's left child is 5),

/// 3

/// / \

/// 9 8

/// / \ / \

/// 4 01 7

/// / \

/// 5 2

/// return its vertical order traversal as:

/// [

/// [4],

/// [9,5],

/// [3,0,1],

/// [8,2],

/// [7]

/// ]

/// </summary>

vector<vector<int>> LeetCode::verticalOrder(TreeNode\* root)

{

vector<vector<int>> result;

// since index can be negative, use map to remember it

map<int, vector<int>> node\_map;

queue<pair<TreeNode\*, int>> process\_queue;

process\_queue.push(make\_pair(root, 0));

// BFS to traverse tree

while (!process\_queue.empty())

{

pair<TreeNode\*, int> node\_info = process\_queue.front();

process\_queue.pop();

TreeNode \* node = node\_info.first;

int index = node\_info.second;

if (node == nullptr) continue;

else node\_map[index].push\_back(node->val);

process\_queue.push(make\_pair(node->left, index - 1));

process\_queue.push(make\_pair(node->right, index + 1));

}

for (map<int, vector<int>>::iterator itr = node\_map.begin(); itr != node\_map.end(); ++itr)

{

result.push\_back(itr->second);

}

return result;

}

### **128. Longest Consecutive Sequence**

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,  
Given [100, 4, 200, 1, 3, 2],  
The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(*n*) complexity.

Hint: remember dividend in hashtable,

/// <summary>

/// Leet code #128. Longest Consecutive Sequence

/// Given an unsorted array of integers, find the length of the longest

/// consecutive elements sequence.

/// For example,

/// Given [100, 4, 200, 1, 3, 2],

/// The longest consecutive elements sequence is [1, 2, 3, 4].

/// Return its length: 4.

/// Your algorithm should run in O(n) complexity.

/// </summary>

int LeetCode::longestConsecutive(vector<int>& nums)

{

unordered\_set<int> set;

int max\_length = 0;

for (size\_t i = 0; i < nums.size(); i++)

{

set.insert(nums[i]);

}

while (!set.empty())

{

int length = 1;

int number = \*set.begin();

set.erase(number);

int index = -1;

while (set.find(number + index) != set.end())

{

set.erase(number + index);

length++;

index--;

}

index = 1;

while (set.find(number + index) != set.end())

{

set.erase(number + index);

length++;

index++;

}

max\_length = max(max\_length, length);

}

return max\_length;

}

### **166. Fraction to Recurring Decimal**

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

* Given numerator = 1, denominator = 2, return "0.5".
* Given numerator = 2, denominator = 1, return "2".
* Given numerator = 2, denominator = 3, return "0.(6)".

Hint: keep the remainder in hashtable with position, when repeated, quotient digits are repeated.

string LeetCode::fractionToDecimal(int numerator, int denominator)

{

string result;

vector<long long> decimals;

unordered\_map<long long, int> map;

if (denominator == 0) return "overflow";

if (numerator == 0) return "0";

int sign = ((numerator > 0) ^ (denominator > 0)) ? -1 : 1;

if (sign < 0) result = "-";

long long long\_numerator = abs((long long)numerator);

long long long\_denominator = abs((long long)denominator);

long long dividend = long\_numerator / long\_denominator;

long long reminder = long\_numerator % long\_denominator;

result.append(to\_string(dividend));

if (reminder != 0) result.append(".");

int pos = 0;

int repeat\_pos = -1;

while (reminder != 0)

{

if (map.find(reminder) != map.end())

{

repeat\_pos = map[reminder];

break;

}

else

{

map[reminder] = pos;

}

reminder = reminder \* 10;

dividend = reminder / long\_denominator;

decimals.push\_back(dividend);

reminder = reminder % long\_denominator;

pos++;

}

for (size\_t i = 0; i < decimals.size(); i++)

{

if (i == repeat\_pos)

{

result.append("(");

}

result.append(to\_string(decimals[i]));

}

if (repeat\_pos != -1) result.append(")");

return result;

}

Exercise

1. Please complete the following problems, no pay user please skip locked problem

beginner: 1, 3, 49, 202, 205, 242, 290, 347, 387,389, 442,451,500,506,645,692,697,734

advanced: 18, 128, 159, 166, 220, 438, 447,523,560,748

Locked and Optional: 15, 80, 170, 217, 219, 244, 245, 246, 266, 299, 314, 325,383,409,548,609,657,676,745

# Union Find

Union find is to group many items into one group as long as it has some relationship with another item in that group. Such relationship may be transitive, for example, if A and B are in same group and B and C are in same group then A and C must be in same group.

A typical solution for union find is easy, have a hash table which map the item to its id or value. By default, each item point to itself, this is to say each item are in its own silo, when we have two items are in same group, we simply point one item to another. But here is a catch, after some grouping, the item may not point to itself, but to someone else. So we should change the above statement to that we point the root of one item to the root of another. What is the root? The item pointing to itself is a root. So the common pattern for union find is below:

// find the root of the first word

while (similar\_words[first] != first) first = similar\_words[first];

// find the root of the second word

while (similar\_words[second] != second) second = similar\_words[second];

// point the second word to the first

similar\_words[second] = first;

### **547. Friend Circles**

There are **N** students in a class. Some of them are friends, while some are not. Their friendship is transitive in nature. For example, if A is a **direct** friend of B, and B is a **direct** friend of C, then A is an **indirect** friend of C. And we defined a friend circle is a group of students who are direct or indirect friends.

Given a **N\*N** matrix **M** representing the friend relationship between students in the class. If M[i][j] = 1, then the ith and jth students are **direct** friends with each other, otherwise not. And you have to output the total number of friend circles among all the students.

**Example 1:**

**Input:**

[[1,1,0],

[1,1,0],

[0,0,1]]

**Output:** 2

**Explanation:**The 0th and 1st students are direct friends, so they are in a friend circle.   
The 2nd student himself is in a friend circle. So return 2.

**Example 2:**

**Input:**

[[1,1,0],

[1,1,1],

[0,1,1]]

**Output:** 1

**Explanation:**The 0th and 1st students are direct friends, the 1st and 2nd students are direct friends,   
so the 0th and 2nd students are indirect friends. All of them are in the same friend circle, so return 1.

**Note:**

1. N is in range [1,200].
2. M[i][i] = 1 for all students.
3. If M[i][j] = 1, then M[j][i] = 1.

/// <summary>

/// Leet code #547. Friend Circles

///

/// There are N students in a class. Some of them are friends, while some

/// are not. Their friendship is transitive in nature. For example, if A

/// is a direct friend of B, and B is a direct friend of C, then A is an

/// indirect friend of C. And we defined a friend circle is a group of

/// students who are direct or indirect friends.

/// Given a N\*N matrix M representing the friend relationship between

/// students in the class. If M[i][j] = 1, then the ith and jth students

/// are direct friends with each other, otherwise not. And you have to

/// output the total number of friend circles among all the students.

/// Example 1:

/// Input:

/// [[1,1,0],

/// [1,1,0],

/// [0,0,1]]

/// Output: 2

/// Explanation:The 0th and 1st students are direct friends, so they are

/// in a friend circle.

/// The 2nd student himself is in a friend circle. So return 2.

/// Example 2:

/// Input:

/// [[1,1,0],

/// [1,1,1],

/// [0,1,1]]

/// Output: 1

/// Explanation:The 0th and 1st students are direct friends, the 1st and

/// 2nd students are direct friends,

/// so the 0th and 2nd students are indirect friends. All of them are in

/// the same friend circle, so return 1.

///

/// Note:

/// N is in range [1,200].

/// M[i][i] = 1 for all students.

/// If M[i][j] = 1, then M[j][i] = 1.

/// </summary>

int LeetCode::findCircleNum(vector<vector<int>>& M)

{

vector<int> circle\_map(M.size());

for (size\_t i = 0; i < M.size(); i++)

{

circle\_map[i] = i;

}

for (size\_t i = 0; i < M.size(); i++)

{

for (size\_t j = 0; j < M[i].size(); j++)

{

if (i == j) continue;

if (M[i][j] == 1)

{

// fine the root of both source and target and union them by

// pointing target to the source

int source = i;

int target = j;

while (circle\_map[source] != source) source = circle\_map[source];

while (circle\_map[target] != target) target = circle\_map[target];

circle\_map[target] = source;

}

}

}

int count = 0;

for (size\_t i = 0; i < circle\_map.size(); i++)

{

if (circle\_map[i] == i) count++;

}

return count;

}

### **737. Sentence Similarity II**

[Description](https://leetcode.com/problems/sentence-similarity-ii/description/)[Hints](https://leetcode.com/problems/sentence-similarity-ii/hints/)[Submissions](https://leetcode.com/problems/sentence-similarity-ii/submissions/)[Discuss](https://leetcode.com/problems/sentence-similarity-ii/discuss/)[Solution](https://leetcode.com/problems/sentence-similarity-ii/solution/)

[Discuss](https://discuss.leetcode.com/category/1626)[Pick One](https://leetcode.com/problems/random-one-question/)

Given two sentences words1, words2 (each represented as an array of strings), and a list of similar word pairs pairs, determine if two sentences are similar.

For example, words1 = ["great", "acting", "skills"] and words2 = ["fine", "drama", "talent"] are similar, if the similar word pairs are pairs = [["great", "good"], ["fine", "good"], ["acting","drama"], ["skills","talent"]].

Note that the similarity relation **is** transitive. For example, if "great" and "good" are similar, and "fine" and "good" are similar, then "great" and "fine" **are similar**.

Similarity is also symmetric. For example, "great" and "fine" being similar is the same as "fine" and "great" being similar.

Also, a word is always similar with itself. For example, the sentences words1 = ["great"], words2 = ["great"], pairs = [] are similar, even though there are no specified similar word pairs.

Finally, sentences can only be similar if they have the same number of words. So a sentence like words1 = ["great"] can never be similar to words2 = ["doubleplus","good"].

**Note:**

 The length of words1 and words2 will not exceed 1000.

 The length of pairs will not exceed 2000.

 The length of each pairs[i] will be 2.

 The length of each words[i] and pairs[i][j] will be in the range [1, 20].

/// <summary>

/// Leet code #737. Sentence Similarity II

///

/// Given two sentences words1, words2 (each represented as an array of

/// strings), and a list of similar word pairs pairs, determine if two

/// sentences are similar.

///

/// For example, words1 = ["great", "acting", "skills"] and words2 =

/// ["fine", "drama", "talent"] are similar, if the similar word pairs

/// are pairs = [["great", "good"], ["fine", "good"], ["acting","drama"],

/// ["skills","talent"]].

///

/// Note that the similarity relation is transitive. For example, if

/// "great" and "good" are similar, and "fine" and "good" are similar,

/// then "great" and "fine" are similar.

///

/// Similarity is also symmetric. For example, "great" and "fine" being

/// similar is the same as "fine" and "great" being similar.

///

/// Also, a word is always similar with itself. For example, the sentences

/// words1 = ["great"], words2 = ["great"], pairs = [] are similar, even

/// though there are no specified similar word pairs.

///

/// Finally, sentences can only be similar if they have the same number of

/// words. So a sentence like words1 = ["great"] can never be similar to

/// words2 = ["doubleplus","good"].

///

/// Note:

///

/// The length of words1 and words2 will not exceed 1000.

/// The length of pairs will not exceed 2000.

/// The length of each pairs[i] will be 2.

/// The length of each words[i] and pairs[i][j] will be in the range [1, 20].

/// </summary>

bool LeetCode::areSentencesSimilarTwo(vector<string>& words1, vector<string>& words2,

vector<pair<string, string>> pairs)

{

if (words1.size() != words2.size()) return false;

unordered\_map<string, string> similar\_words;

for (auto itr : pairs)

{

string first = itr.first;

// insert the first word if not exist

if (similar\_words.count(first) == 0) similar\_words[first] = first;

// find the root of the first word

while (similar\_words[first] != first) first = similar\_words[first];

string second = itr.second;

// insert the second word if not exist

if (similar\_words.count(second) == 0) similar\_words[second] = second;

// find the root of the second word

while (similar\_words[second] != second) second = similar\_words[second];

// point the second word to the first

similar\_words[second] = first;

}

for (size\_t i = 0; i < words1.size(); i++)

{

string first = words1[i];

// find the root of first word

while (similar\_words[first] != first) first = similar\_words[first];

string second = words2[i];

// find the root of second word

while (similar\_words[second] != second) second = similar\_words[second];

if (first != second) return false;

}

return true;

}

Exercise

1. Please complete the following problems, no pay user please skip locked problem

advanced: 305,547,721,737

# Interval and Schedule

In my last lecture, the interval count problem is part of a greedy problem. But it looks that there are quite some similar problems in leetcode and it deserve to have it discussed separately.

To solve such problem, the first question to answer is that how do you want to store the intervals? The answer is that there are two ways of storing the interval. The first way is straight forward, you have the interval stored as pair, and you store the pairs in an ordered way (C++ implement the comparator for pair, but no hash functions), normally it is a BST. But you need to split the interval into the ones which do not have overlap, this will make sure that you know which existing intervals in the BST tree may have overlap with the new input one.

Let’s look at the following example.

The key search is to find a range the starting of which is equal or less than the input range starting point and work from it. The lower\_bound function can be used for this purpose, although the lower\_bound is designed to find thing which is greater or equal than the input.

Please notice there are 3 cases here,

* The starting range is complete fall ahead of the input range, in this case the starting range is igored.
* The starting range is overlapped with the input range, in this case the second half of the starting range is cut.
* The starting range fully cover the input range, in this case the starting range will be cut into 3 pieces, the middle one is replaced by the input range.

/// <summary>

/// Leet code #715. Range Module

///

/// A Range Module is a module that tracks ranges of numbers. Your task is

/// to design and implement the following interfaces in an efficient

/// manner.

///

/// addRange(int left, int right) Adds the half-open interval

/// [left, right), tracking every real number in that interval. Adding

/// an interval that partially overlaps with currently tracked numbers

/// should add any numbers in the interval [left, right) that are not

/// already tracked.

/// queryRange(int left, int right) Returns true if and only if every real

/// number in the interval [left, right) is currently being tracked.

/// removeRange(int left, int right) Stops tracking every real number

/// currently being tracked in the interval [left, right).

///

/// Example 1:

/// addRange(10, 20): null

/// removeRange(14, 16): null

/// queryRange(10, 14): true (Every number in [10, 14) is being tracked)

/// queryRange(13, 15): false (Numbers like 14, 14.03, 14.17 in [13, 15)

/// are not being tracked)

/// queryRange(16, 17): true (The number 16 in [16, 17) is still being

/// tracked, despite the remove operation)

/// Note:

///

/// A half open interval [left, right) denotes all real numbers

/// left <= x < right.

/// 0 < left < right < 10^9 in all calls to addRange, queryRange,

/// removeRange.

/// The total number of calls to addRange in a single test case is at most

/// 1000.

/// The total number of calls to queryRange in a single test case is at

/// most 5000.

/// The total number of calls to removeRange in a single test case is at

/// most 1000.

/// </summary>

class RangeModule

{

private:

set<pair<int, int>> m\_Range;

public:

RangeModule()

{

}

void addRange(int left, int right)

{

pair<int, int> range = make\_pair(left, right);

if (m\_Range.empty())

{

m\_Range.insert(range);

return;

}

auto itr = m\_Range.lower\_bound(range);

// the previous range may need to be adjusted.

if (itr != m\_Range.begin()) itr--;

// loop from small to large range

while (itr != m\_Range.end() && itr->first <= range.second)

{

auto temp = itr;

itr++;

if (temp->second >= range.first)

{

range.first = min(temp->first, range.first);

range.second = max(temp->second, range.second);

m\_Range.erase(temp);

}

}

m\_Range.insert(range);

}

bool queryRange(int left, int right)

{

pair<int, int> range = make\_pair(left, right);

if (m\_Range.empty())

{

return false;

}

auto itr = m\_Range.lower\_bound(range);

// the previous range may need to be adjusted.

if (itr != m\_Range.begin()) itr--;

// loop from small to large range

while (itr != m\_Range.end() && itr->first < range.second)

{

if (itr->second <= range.first)

{

itr++;

}

else if ((itr->first <= range.first) && (itr->second >= range.second))

{

return true;

}

// if (itr->first > range.first) || (itr->second < range.second)

else

{

return false;

}

}

return false;

}

void removeRange(int left, int right)

{

pair<int, int> range = make\_pair(left, right);

if (m\_Range.empty())

{

return;

}

auto itr = m\_Range.lower\_bound(range);

// the previous range may need to be adjusted.

if (itr != m\_Range.begin()) itr--;

// loop from small to large range

while (itr != m\_Range.end() && itr->first < range.second)

{

auto temp = itr;

itr++;

if (temp->second <= range.first)

{

continue;

}

else if (temp->first < range.first)

{

pair<int, int> prev = make\_pair(temp->first, range.first);

pair<int, int> next = make\_pair(range.second, temp->second);

m\_Range.erase(temp);

m\_Range.insert(prev);

if (next.second > next.first) m\_Range.insert(next);

}

else if (temp->second <= range.second)

{

m\_Range.erase(temp);

}

// if (temp->first < range.second) && (temp->second > range.second)

else

{

pair<int, int> next = make\_pair(range.second, temp->second);

m\_Range.erase(temp);

m\_Range.insert(next);

}

}

}

};

However, there is another way to store the interval and make it easy to resolve. We store the start and end point only in a 1-D array. Assume we want to represent an interval between X and Y with the value as A, and after Y it is zero, we only need to say array[X] = A and array[Y] = 0. If we look for a point in X-axis with the position of Z, where X<=Z<Y, we just search the position in the X-axis to find any position which is less than or equal to Z, and the value of that position is the value which Z should have.

Please look at the following example:

/// <summary>

/// Leet code #732. My Calendar III

///

/// Implement a MyCalendarThree class to store your events. A new event can

/// always be added.

///

/// Your class will have one method, book(int start, int end). Formally,

/// this represents a booking on the half open interval [start, end), the

/// range of real numbers x such that start <= x < end.

///

/// A K-booking happens when K events have some non-empty intersection

/// (ie., there is some time that is common to all K events.)

///

/// For each call to the method MyCalendar.book, return an integer K

/// representing the largest integer such that there exists a K-booking

/// in the calendar.

///

/// Your class will be called like this: MyCalendarThree cal = new

/// MyCalendarThree(); MyCalendarThree.book(start, end)

///

/// Example 1:

/// MyCalendarThree();

/// MyCalendarThree.book(10, 20); // returns 1

/// MyCalendarThree.book(50, 60); // returns 1

/// MyCalendarThree.book(10, 40); // returns 2

/// MyCalendarThree.book(5, 15); // returns 3

/// MyCalendarThree.book(5, 10); // returns 3

/// MyCalendarThree.book(25, 55); // returns 3

/// Explanation:

/// The first two events can be booked and are disjoint, so the maximum

/// K-booking is a 1-booking.

/// The third event [10, 40) intersects the first event, and the maximum

/// K-booking is a 2-booking.

/// The remaining events cause the maximum K-booking to be only a

/// 3-booking.

/// Note that the last event locally causes a 2-booking, but the answer

/// is still 3 because eg. [10, 20), [10, 40), and [5, 15) are still

/// triple booked.

/// Note:

///

/// The number of calls to MyCalendarThree.book per test case will be at

/// most 400.

/// In calls to MyCalendarThree.book(start, end), start and end are

/// integers in the range [0, 10^9].

/// </summary>

class MyCalendarThree

{

private:

int m\_Book;

map<int, int> m\_TimeMap;

map<int, int>::iterator getLocation(int time\_stamp)

{

auto itr = m\_TimeMap.lower\_bound(time\_stamp);

if (itr == m\_TimeMap.end() || time\_stamp < itr->first)

{

itr--;

}

return itr;

};

public:

MyCalendarThree()

{

m\_TimeMap[0] = 0;

m\_Book = 0;

}

int book(int start, int end)

{

auto itr = getLocation(end);

m\_TimeMap[end] = itr->second;

itr = getLocation(start);

m\_TimeMap[start] = itr->second + 1;

m\_Book = max(m\_Book, m\_TimeMap[start]);

itr = m\_TimeMap.find(start);

// int prev\_value = itr->second;

itr++;

while (itr != m\_TimeMap.end() && itr->first < end)

{

auto temp = itr;

itr->second++;

m\_Book = max(m\_Book, itr->second);

itr++;

/\* clean up duplication is optional

if (temp->second == prev\_value)

{

m\_TimeMap.erase(temp);

}

else

{

prev\_value = temp->second;

}

\*/

}

return m\_Book;

}

};